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**Цель работы**: научиться применять виртуальные функции при разработке классов на языке С++.

**Вариант 2**

1. Создать базовый класс с виртуальными функциями: норма, вывод элемента на экран.

* Создать производные классы: комплексные числа, вектор из 10 элементов, матрица (3х3).
* В производных классах определить: скрытые поля, конструктор по умолчанию, конструктор с параметрами, методы для установки и получения значение полей, метод для вывода элемента на экран, метод для расчета нормы (для комплексных чисел - модуль в квадрате, для вектора - корень квадратный из суммы элементов по модулю, для матрицы - максимальное значение по модулю).

2. Разработать программу, которая демонстрировала бы работоспособность всех методов классов. Для проверки определить массив ссылок на базовый класс, которым присваиваются адреса различных объектов.

#include <iostream>

using namespace std;

class Base

{

public:

Base();

virtual double Normal();

virtual void Print();

~Base();

private:

};

Base::Base()

{

}

double Base::Normal()

{

return -1;

}

void Base::Print()

{

cout << "Base class" << endl;

}

Base::~Base()

{

}

class ComplexNumbers:public Base

{

public:

ComplexNumbers();

ComplexNumbers(int \_real, int \_imagine);

void SetReal(int value);

void SetImagine(int value);

int GetReal();

int GetImagine();

virtual double Normal();

virtual void Print();

~ComplexNumbers();

private:

int real;

int imagine;

};

ComplexNumbers::ComplexNumbers()

{

real = 0;

imagine = 0;

}

ComplexNumbers::ComplexNumbers(int \_real, int \_imagine)

{

real = \_real;

imagine = \_imagine;

}

void ComplexNumbers::SetReal(int value)

{

real = value;

}

void ComplexNumbers::SetImagine(int value)

{

imagine = value;

}

int ComplexNumbers::GetReal()

{

return real;

}

int ComplexNumbers::GetImagine()

{

return imagine;

}

double ComplexNumbers::Normal()

{

return pow(real, 2) + pow(imagine, 2);

}

void ComplexNumbers::Print()

{

cout << real << " + " << imagine << "i" << endl;

}

ComplexNumbers::~ComplexNumbers()

{

}

class Vector:public Base

{

public:

Vector();

Vector(int n);

void SetElement(int index, int elem);

int GetElement(int index);

virtual double Normal();

virtual void Print();

~Vector();

private:

int\* mas;

int count;

};

Vector::Vector()

{

mas = new int[3];

count = 3;

for (int i = 0; i < 3; i++) {

mas[i] = 0;

}

}

Vector::Vector(int n)

{

mas = new int[n];

count = n;

for (int i = 0; i < n; i++) {

mas[i] = 0;

}

}

void Vector::SetElement(int index, int elem)

{

if (index > count - 1) {

cout << "Индекс вне границ массива" << endl;

}

else {

mas[index] = elem;

}

}

int Vector::GetElement(int index)

{

if (index > count - 1) {

cout << "Индекс вне границ массива" << endl;

return LONG\_MIN;

}

else {

return mas[index];

}

}

double Vector::Normal()

{

int result = 0;

for (int i = 0; i < count; i++) {

result += abs(mas[i]);

}

return sqrt(result);

}

void Vector::Print()

{

for (int i = 0; i < count; i++) {

cout << mas[i] << " ";

}

cout << endl;

}

Vector::~Vector()

{

}

class Matrix:public Base

{

public:

Matrix();

Matrix(int \_row, int \_column);

void SetElement(int indexRow, int indexColumn, int value);

int GetElement(int indexRow, int indexColumn);

virtual double Normal();

virtual void Print();

~Matrix();

private:

int\*\* mas;

int row;

int column;

};

Matrix::Matrix()

{

row = column = 2;

mas = new int\* [row];

for (int i = 0; i < row; i++) {

mas[i] = new int[column];

for (int j = 0; j < column; j++) {

mas[i][j] = 0;

}

}

}

Matrix::Matrix(int \_row, int \_column)

{

row = \_row;

column = \_column;

mas = new int\* [row];

for (int i = 0; i < row; i++) {

mas[i] = new int[column];

for (int j = 0; j < column; j++) {

mas[i][j] = 0;

}

}

}

void Matrix::SetElement(int indexRow, int indexColumn, int value)

{

if (indexRow >= row || indexColumn >= column) {

cout << "Индекс вне границ массива" << endl;

return;

}

mas[indexRow][indexColumn] = value;

}

int Matrix::GetElement(int indexRow, int indexColumn)

{

if (indexRow >= row || indexColumn >= column) {

cout << "Индекс вне границ массива" << endl;

return LONG\_MIN;

}

return mas[indexRow][indexColumn];

}

double Matrix::Normal()

{

int\* maxNormals = new int[column];

for (int i = 0; i < column; i++) {

maxNormals[i] = 0;

for (int j = 0; j < row; j++) {

maxNormals[i] += abs(mas[j][i]);

}

}

int maxx = 0;

maxx = maxNormals[0];

for (int i = 1; i < column; i++) {

maxx = max(maxx, maxNormals[i]);

}

return maxx;

}

void Matrix::Print()

{

for (int i = 0; i < row; i++) {

for (int j = 0; j < column; j++) {

cout << mas[i][j] << " ";

}

cout << endl;

}

}

Matrix::~Matrix()

{

}

void main() {

setlocale(LC\_ALL, "RU");

ComplexNumbers number(33, 42);

cout << "Комплексное число" << endl;

number.Print();

cout << "Меняем мнимую часть на 10" << endl;

number.SetImagine(10);

number.Print();

cout << "Выводим норму" << endl;

cout << number.Normal() << endl;

cout << "------------------------------------------------------" << endl;

cout << "Вектор" << endl;

Vector vector(3);

vector.Print();

cout << "Меняем 2ое число на 3, 3 на 8" << endl;

vector.SetElement(1, 3);

vector.SetElement(2, 8);

vector.Print();

cout << "Выводим норму" << endl;

cout << vector.Normal() << endl;

cout << "------------------------------------------------------" << endl;

cout << "Матрица" << endl;

Matrix matrix;

matrix.Print();

cout << "Меняем элементы на 2 4 7 0" << endl;

matrix.SetElement(0, 0, 2);

matrix.SetElement(1, 0, 4);

matrix.SetElement(1, 1, 7);

matrix.Print();

cout << "Выводим норму" << endl;

cout << matrix.Normal() << endl;

cout << "------------------------------------------------------" << endl;

cout << "Проверка виртуальных функций" << endl;

Base\*\* base = new Base\*[3];

base[0] = &number;

base[1] = &vector;

base[2] = &matrix;

for (int i = 0; i < 3; i++) {

cout << "Норма: " << base[i]->Normal() << endl;

base[i]->Print();

}

}

Вывод:

![](data:image/png;base64,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)

**Контрольные вопросы**

1. **Что понимается под термином «наследование»? Перечислите преимущества и недостатки наследования.**

Наследование - На основе одних классов можно создавать новые классы, при этом новый класс называется производным или наследником, а класс основа — базовым или предком.

Класс наследник может использовать все элементы класса предка без повторного определения, то есть в наследнике определяются только дополнительные элементы, а остальные достаются по наследству.

Часто от одного предка можно произвести несколько потомков, более того в языке С++ разрешено и множественное наследование, то есть несколько предков у одного потомка.

*Достоинства:* возможность написания универсального кода в предках, который будет использоваться всеми потомками, то есть сокращение работы программиста, повышение надежности программы.

*Недостатки:* увеличение требуемого объема памяти, так как в памяти при выполнении программы должны находится все одноименные методы, реализованные в потомках. Обычно они оформляются в виде таблицы виртуальных методов (там хранится адрес начала каждого метода). Время выполнения программы замедляется, поскольку требуется дополнительное время на поиск в таблице виртуальных методов.

1. **Что понимается под термином «виртуальный метод»? Для каких целей применяются виртуальные методы?**

Виртуальный метод (виртуальная функция) — в объектно-ориентированном программировании метод (функция) класса, который может быть переопределён в классах-наследниках так, что конкретная реализация метода для вызова будет определяться во время исполнения.

Виртуальный метод становится полезным только тогда, когда нужно программно один и тот же метод менять по некоторому алгоритму в программном коде.